**Cadenas de texto**

En esta lección se tratan el tipo de datos cadena de texto (string) en Python.

# Cadenas de texto

Una cadena es una secuencia inmutable de caracteres Unicode, delimitada por comillas.

## Comillas simples y dobles

Las cadenas de texto se pueden delimitar con comillas simples (') o con comillas dobles ("):

>>> print('Esto es una cadena')

Esto es una cadena

>>> print("Esto es una cadena")

Esto es una cadena

La función print(), que se comenta con más detalle en la lecció[n Salida por pantalla](https://www.mclibre.org/consultar/python/lecciones/python-salida-pantalla.html), muestra por pantalla el contenido de la cadena, pero no las comillas delimitadoras de las cadenas.

En Python las comillas dobles y las comillas simples son completamente equivalentes, pero en otros lenguajes de programación no lo son.

En otros lenguajes de programación, por ejemplo en PHP, en las cadenas delimitadas con comillas dobles las variables se sustituyen por su valor y se pueden utilizar caracteres especiales, pero en las cadenas delimitadas con comillas simples, no. Aunque en la documentación de Python se utilizan casi siempre comillas simples, en estos apuntes se utilizan casi siempre las comillas dobles.

Las cadenas se deben cerrar con las mismas comillas con las que se abrieron, de lo contrario estaremos cometiendo un error de sintaxis:

|  |
| --- |
| >>> print("Esto es una cadena')  SyntaxError: EOL while scanning string literal  >>> |

En un programa, al intentar ejecutar el programa se abriría una ventana de error:

print("Esto es una cadena')

|  |
| --- |
| File "prueba.py", line 1  print("Hola')  ^  SyntaxError: EOL while scanning string literal |

En IDLE se muestra una ventana indicando el error:
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Sin necesidad de ejecutar la orden o el programa, la forma en que IDLE colorea la orden nos ayuda a identificar que hay algo incorrecto en el programa. En el ejemplo anterior, el paréntesis de cierre se muestra de color verde, lo que indica que IDLE no identifica la comilla simple como cierre de la cadena abierta con comilla doble.

## Comillas triples

Las comillas triples permiten que las cadenas ocupen más de una línea:

>>> print("""Esto es una cadena

que ocupa varias líneas""")

Esto es una cadena que ocupa varias líneas

Pero las comillas triples se utilizan sobre todo con una finalidad específica: la documentación de módulos, funciones, clases o métodos. Son las llamadas *docstrings*, definidas en el [PEP 257](https://www.python.org/dev/peps/pep-0257/). Son cadenas que se escriben al principio del elemento describiendo lo que hace el elemento. No producen ningún resultado en el programa, pero las herramientas de documentación de Python pueden extraerlas para generar documentación automáticamente.

def licencia():

"""Escribe la licencia de estos apuntes"""

print("Copyright 2013 Bartolomé Sintes Marco")

print("Licencia CC-BY-SA 4.0") return

# Comillas dentro de comillas

Se pueden escribir comillas simples en cadenas delimitadas con comillas dobles y viceversa:

>>> print("Las comillas simples ' delimitan cadenas.")

Las comillas simples ' delimitan cadenas.

>>> print('Las comillas dobles " delimitan cadenas.')

Las comillas dobles " delimitan cadenas.

Pero no se pueden escribir en el interior de una cadena comillas del mismo tipo que las comillas delimitadoras:

>>> print("Las comillas dobles " delimitan cadenas")

SyntaxError: invalid syntax

>>>

>>> print('Las comillas simples ' delimitan cadenas')

SyntaxError: invalid syntax

>>>

El motivo es que Python entiende que la comilla escrita en medio de la cadena está cerrando la cadena y no puede interpretar lo que viene a continuación. Sin necesidad de ejecutar la orden o el programa, la forma en que IDLE colorea la orden así nos lo indica.

En un programa, obtendríamos también una ventana de error de sintaxis. Dependiendo del número y la posición de las cadenas, el mensaje de error puede ser distinto:

print("Las comillas dobles " delimitan cadenas")

File "prueba.py", line 1

print("Las comillas dobles " delimitan cadenas")

^

SyntaxError: invalid syntaxFile "prueba.py", line 1

En IDLE se muestra una ventana indicando el error:
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print('Un tipo le dice a otro: '¿Cómo estás?'')

File "prueba.py", line 1

print('Un tipo le dice a otro: '¿Cómo estás?'')

^

SyntaxError: invalid character in identifier

En IDLE se muestra una ventana indicando el error:

![](data:image/jpeg;base64,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)

Otra forma de escribir comillas en una cadena es utilizar los caracteres especiales \" y \' que representan los caracteres comillas dobles y simples respectivamente y que Python no interpreta en ningún caso como delimitadores de cadena:

>>> print('Las comillas simples \' delimitan cadenas.')

Las comillas simples ' delimitan cadenas.

>>> print("Las comillas dobles \" delimitan cadenas.")

Las comillas dobles " delimitan cadenas.

Se pueden utilizar ambos caracteres especiales independientemente del delimitador utilizado

>>> print('Las comillas simples \' y las comillas dobles \" delimitan cadenas.')

Las comillas simples ' y las comillas dobles " delimitan cadenas.

>>> print("Las comillas simples \' y las comillas dobles \" delimitan cadenas.")

Las comillas simples ' y las comillas dobles " delimitan cadenas.

# Caracteres especiales

Los caracteres especiales empiezan por una contrabarra (\).

* Comilla doble: \"

>>> print("Las comillas dobles \" delimitan cadenas.")

Las comillas dobles " delimitan cadenas.

* Comilla simple: \'

>>> print('Las comillas simples \' delimitan cadenas.')

Las comillas simples ' delimitan cadenas.

* Salto de línea: \n

>>> print("Una línea\nOtra línea")

Una línea

Otra línea

* Tabulador: \t

>>> print("1\t2\t3")

1 2 3

# Evaluación de cadenas en el prompt de IDLE

En el prompt de IDLE se pueden escribir cadenas sueltas, sin necesidad de escribir la función print(). Al pulsar Intro, IDLE evalúa la cadena y escribe el resultado, como hace cuando se escribe una expresión aritmética.

En la mayoría de los casos IDLE escribe el resultado entre comillas simples, para indicar que se trata de una cadena.

>>> "Esto es una cadena"

'Esto es una cadena'

>>> 'Esto es una cadena'

'Esto es una cadena'

Si el resultado contiene únicamente comillas simples, IDLE lo escribe entre comillas dobles.

>>> "Las comillas simples ' delimitan cadenas."

"Las comillas simples ' delimitan cadenas."

>>> 'Las comillas simples \' delimitan cadenas.'

"Las comillas dobles ' delimitan cadenas."

Pero si aparecen ambas comillas, IDLE lo escribe entre comillas simples y las comillas simples se muestran como caracteres especiales.

>>> 'Las comillas simples \' y dobles \" delimitan cadenas.'

'Las comillas simples \' y dobles " delimitan cadenas.'

>>> "Las comillas simples \' y dobles \" delimitan cadenas."

'Las comillas simples \' y dobles " delimitan cadenas.'

# Cadenas largas

De acuerdo con la [guía de estilo oficial de Python](https://www.mclibre.org/consultar/python/otros/libro-de-estilo.html), las líneas de código no deben contener más de 79 caracteres, para facilitar la legibilidad.

Si un programa contiene cadenas muy largas, las cadenas se pueden simplemente partir en varias cadenas.

>>> print("Esta línea está cortada en dos líneas de menos de 79 caracteres "

"partiendo la cadena en dos")

Esta línea está cortada en dos líneas de menos de 79 caracteres partiendo la cadena en dos

También se puede escribir el carácter contrabarra (\) para partir una cadena en varias líneas.

|  |
| --- |
| >>> print("Esta línea está cortada en dos líneas de menos de 79 caracteres \ partiendo la cadena en dos")  Esta línea está cortada en dos líneas de menos de 79 caracteres partiendo la cadena en dos |

En los programas en los que hay bloques, la segunda notación hace más difícil la lectura del programa.

for i in range(3): print("a b c " "d e f ")

a b c d e f a b c d e f a b c d e f

for i in range(3): print("a b c \ d e f ")

a b c d e f a b c d e f a b c d e f

## Cadenas "f"

En Python 3.6 se añadió ([PEP 498](https://www.python.org/dev/peps/pep-0498/)) una nueva notación para cadenas llamada cadenas "f", que simplifica la inserción de variables y expresiones en las cadenas. Una cadena "f" contiene variables y expresiones entre llaves ({}) que se sustituyen directamente por su valor. Las cadenas "f" se reconocen porque comienzan por una letra f antes de las comillas de apertura.

nombre = "Pepe" edad = 25

print(f"Me llamo {nombre} y tengo {edad} años.")

Me llamo Pepe y tengo 25 años.

semanas = 4

print(f"En {semanas} semanas hay {7 \* semanas} días.")

En 4 semanas hay 28 días.

Esta notación no añade espacios que en la notación "clásica" aparecían al incluir varios argumentos separados por comas:

fecha = 2020

print("¡Feliz", fecha, "!") print(f"¡Feliz {fecha}!")

¡Feliz 2020 ! ¡Feliz 2020!

Si no se escribe la letra f antes de la cadena, Python no sustituye los valores de las variables ni calcula las expresiones.

nombre = "Pepe" edad = 25

print("Me llamo {nombre} y tengo {edad} años.")

Me llamo {nombre} y tengo {edad} años.

Si se quieren escribir los caracteres { o }, se deben escribir duplicados.

nombre = "Pepe" edad = 25 print(f"Si escribe {{nombre}} se escribirá el valor de la variable nombre, " f"en este caso {nombre}.")

Si escribe {nombre} se escribirá el valor de la variable nombre, en este caso Pepe.

Las cadenas "f" permiten dar formato a las variables, siguiendo la sintaxis d[e](https://docs.python.org/3/library/string.html#formatstrings) [método str.format()](https://docs.python.org/3/library/string.html#formatstrings)

## Operaciones

Las cadenas también admiten operadores aritméticos como los siguientes:

El operador *suma* para realizar concatenación de cadenas de caracteres:

**>>>** a, b = "uno", "dos"

**>>>** a + b

'unodos'

El operador *multiplicación* para repetir la cadena de caracteres por N veces definidas en la multiplicación:

**>>>** c = "tres"

**>>>** c \* 3

'trestrestres'

## 

## Comentarios

Son cadenas de caracteres las cuales constituyen una ayuda esencial tanto para quien está desarrollando el programa, como para otras personas que lean el código.

Los comentarios en el código tienen una vital importancia en el desarrollo de todo programa, algunas de las funciones más importantes que pueden cumplir los comentarios en un programa, son:

* Brindar información general sobre el programa.
* Explicar qué hace cada una de sus partes.
* Aclarar y/o fundamentar el funcionamiento de un bloque específico de código, que no sea evidente de su propia lectura.
* Indicar cosas pendientes para agregar o mejorar.

El signo para indicar el comienzo de un comentario en Python es el carácter numeral #, a partir del cual y hasta el fin de la línea, todo se considera un comentario y es ignorado por el intérprete Python.

**3.8. Tipo cadenas de caracteres**

**>>>** *# comentarios en linea* **...**

>>>

El carácter # puede estar al comienzo de línea (en cuyo caso toda la línea será ignorada), o después de finalizar una instrucción válida de código.

**>>>** *# Programa que calcula la sucesión*

**...** *# de números Fibonacci* **...**

**>>>** *# se definen las variables*

**...** a, b = 0, 1

**>>> while** b < 100: *# mientras b sea menor a 100 itere*

**... print** b,

**...** a, b = b, a + b *# se calcula la sucesión Fibonacci*

**...** 1 1 2 3 5 8 13 21 34 55 89

#### Comentarios multilínea

Python no dispone de un método para delimitar bloques de comentarios de varias líneas.

Al igual que los comentarios de un sola línea, son cadenas de caracteres, en este caso van entre triples comillas (simples o dobles), esto tiene el inconveniente que, aunque no genera código ejecutable, el bloque delimitado no es ignorado por el intérprete Python, que crea el correspondiente objeto de tipo *cadena de caracteres* (Página 45).

**>>>** *"""comentarios en varias lineas"""*

'comentarios en varias lineas'

**>>>** *'''comentarios en varias lineas'''*

'comentarios en varias lineas'

A continuación, una comparación entre comentarios multilínea y comentarios en solo una línea:

**>>>** *# Calcula la sucesión* **...** *# de números Fibonacci* **...**

**>>>** *"""Calcula la sucesión*

**...** *de números Fibonacci"""*

'Calcula la sucesi\xc3\xb3n \nde n\xc3\xbameros Fibonacci'

Entonces existen al menos dos (02) alternativas para introducir comentarios multilínea son:

* Comentar cada una de las líneas con el carácter #: en general todos los editores de programación y entornos de desarrollo (IDEs) disponen de mecanismos que permiten comentar y descomentar fácilmente un conjunto de líneas.
* Utilizar triple comillas (simples o dobles) para generar una cadena multilínea: si bien este método es aceptado.

A continuación, un ejemplo de Comentarios multilínea y de solo una linea:

**>>>** *u"""Calcula la sucesiónde números Fibonacci"""* u'Calcula la sucesi\xf3nde n\xfameros Fibonacci'

**>>>** *# se definen las variables*

**...** a, b = 0, 1

**>>> while** b < 100:

**... print** b,

**...** *# se calcula la sucesión Fibonacci*

**...** a, b = b, a + b

**...**

1 1 2 3 5 8 13 21 34 55 89

### Convertir a cadenas de caracteres

Para convertir a *tipos cadenas de caracteres* debe usar la función *str()* la cual *está integrada* en el intérprete Python.